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Abstract

This paper describes an improved Quality Testing Model for Object Oriented Design (QTMOOD) for the assessment of high-level design quality attributes in object-oriented design. The proposed model relates design properties such as encapsulation, inheritance, polymorphism, coupling and cohesion to a reduced set of attributes such as efficiency, complexity, understandability and reusability from SATC’s identified set of quality attributes. The relationship between quality attributes and design properties are weighted in accordance with their respective influence and importance of design properties on quality attributes. The model is validated empirically. Empirical data is collected from various application domains, and then analyzed using QTMOOD to support the validation. The result indicates that the proposed model may be used to provide an overall quality assessment of object-oriented software in early phase of development life cycle. Early use of the model may help to ensure that the favorable internal design properties will lead to the development of quality end product. However, further the experiment is required on a large scale of data in order to generalize and standardize the model.
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1. INTRODUCTION:

An effort has been made to put forth the demand and dependency of quality software in our modern society. Dependency and requirements on computer software increases the difficulties and failures of software and the often-devastating effect that a software error can have in terms of life, financial loss, or time delays. So the demand of quality software continues to increase by the software industry. Spending resources to improve the quality of software product does this. Software quality is not an advantage but a necessary factor for software industry [9,19]. The demand has increased the size and complexity of computer software system during the past decades. The object-oriented technology is more popular in software development environment in recent years. More and more organizations are introducing object oriented methods and languages into their software development practices. Object oriented software methodology is a way of structuring software as a collection of discrete objects reflecting real-world entities and mapping them into design constructs to represent relationships and functionality efficiently. It reflects a natural view of the domain and handles inherent complexity better. The object-oriented technology is more powerful to design the software in order to provide the product of superior quality [15]. Object oriented software development is iterative with overlapping phases in the development process. While the basic set of objects, operations, attributes, and relationships are identified in analysis phases, the details of a class's methods, parameters, data declaration, relationships, and algorithm are resolved during design. A fundamental constraint of object oriented modeling and the design is the Object, which combines both data structure and behavior in a single entity [22].

The indication and anticipation of quality as early as possible in the software development life cycle is required because with each phase of SDLC, cost impact of modification and Improvements get significantly increased [9,19]. Traditional software measurement used to evaluate the product characteristics such as size, complexity and performance. But the quality is switched to rely on some fundamentally different properties like Encapsulation, Inheritance & Polymorphism, which differentiate the approach of object-oriented software development from conventional software development. This switching led to develop many measuring tools by various researchers and practitioners to measure the object-oriented properties. Most of the tools available for object-oriented software analysis, may normally be used in the later phase of system development life cycle and rely upon the information extracted on the operations performed in the software. This provides information too
late to help in improving the software product prior to the completion of the product. It is also fine that a couple of object-oriented measuring tools altogether may be used to measure all aspects of object-oriented design [1, 10, 11].

Literature reveals that there is no known comprehensive and complete model or framework exists for evaluating the overall quality of designs based on object oriented approach using its internal design properties. So it is required to find a quantifiable way to relate measurable object oriented characteristics to high level desirable software quality attributes in order to provide a significant and improved measurement of object oriented software [1]. However, the better framework is provided by the earlier models, from which the development of model can be proceeded. A slightly improved Quality Testing Model for Object Oriented Design (QTMOOD) model has been worked out to cater to the persisting relevant demands for the assessment of high-level design quality attributes in object-oriented design. In this model, structural and behavioral design properties of classes; objects and their relationships are evaluated using a suit of object oriented design metrics. The proposed model relates design properties such as encapsulation, inheritance, polymorphism, coupling and cohesion to a set of identified high-level quality attributes such as efficiency, complexity, understandability and reusability with the help of five object oriented metrics. This model has the low-level design metrics well defined in terms of design characteristics, and quality is evaluated as an aggregation of the model’s individual to high-level quality attribute [15].

The rest of the paper is arranged as follows: Section 2 describes a brief review regarding the existing software quality models. Section 3 presents the discussion about the proposed model. The description has been made for the validation of the model in Section 4. Finally, Section 5 gives some important conclusion about the proposed model.

2. SOFTWARE QUALITY MODELS:

The indirect models have been developed by various researchers and practitioners in order to quantify software quality. These models attempt to measure software product quality by using a set of quality attributes, characteristics, and a selected set of metrics [3]. Many of the proposed models for software quality assessment relies on the information extracted from implementation of software [1]. Hence, these models may be used in later phase of software development life cycle (SDLC). Software quality is needed and to be indicated as early as possible in the SDLC since with each iteration of cycle [19]. Thus, there is a need for a metrics based quality model for testing the quality at design phase of object oriented software development. It may ensure quality compliances at this stage to increase the reliability of the system as a whole as reliability itself is a byproduct of quality.

There are some quality testing models, which are currently popular and in use in software industry [14]: As a case in point, Factor-Criteria-Metrics (FCM) Model is generally accepted as a basis for software evaluation. This model is based on decomposing the attributes into a set of quality attributes which themselves can be decomposed into a set of criteria. These criterion values can be assessed from a set of software-related measurements, software metrics. It was found that the early models McCall model [16] and Boehm model [2], which were developed based on FCM model in the late of 1970s. These models are often criticized for lack of rationale in determining which factors should be included in the quality definition and which criteria should relate to some specific factors [12]. In recent years, ISO 9126 model [7] was proposed, which is a derivation of McCall’s Model. The REBOOT (Reuse Based on Object Oriented Technology) model is also based on the FCM model, it may consider as a general quality model and reusability model [6]. SATC (Software Assurance Technology Center) has developed a software quality model, which can have a quantitative measure of software quality. Following the structure of ISO 9126 model, the SATC model defines a set of goals, which are related to software product and process attributes that may indicate the probability of success [21]. Geoff Dromey has proposed a quality model framework, in which a methodology is given for the development of quality models in a bottom-up fashion [5]. QMOOD (Quality Model for Object Oriented Design) was proposed as a hierarchical model, which can be used to assess object-oriented design quality. In this model, a hierarchy of levels is used to relate high-level, it makes difficult to assess quality attributes to the low level of details [1].

Most of the proposed models are empirically validated [3]. Some quality models are hierarchical models based on group of quality criteria, associated with group of metrics. All the models are vague in their definition of the lower level details and metrics needed for the quantitative assessment of software product quality. This shows the lack of specifics in these models, it offers little guidance to software developers, who need to produce quality product. The inability of these models to account for dependency among quality attributes was found to be another difficulty. Earlier models also failed to include ways of accounting for degree of influence of individual attributes. The attributes performance and reliability may be the most valuable attributes for a large organization with real time processing [18].

3. QTMOOD - Quality Testing Model for Object Oriented Design [15]:

An overall quality has been assessed as an aggregation of a set of quality attributes, the significance of all attributes to the overall quality may not be comparable, therefore the influence of an individual attribute needs to be changed by its weighting factor. There is no common set of quality attributes that completely represents the overall quality. Thereby the frameworks provided by earlier models might be considered and utilized to evaluate and define a set of metrics, relationships and weights in the context of the model [15].
The Dromey’s generic quality model has been extended to develop the Quality Testing Model for Object Oriented Design. The Dromey’s model deals with three basic principles including the product properties that influence quality, a small set of high level quality attributes, and defining the relation between them to build the model of software product quality [5]. So based on these principle elements the following phases are considered in order to develop the QTMOOD:

- Identification of a set of high-level design quality attributes.
- Selection of product design properties that influences quality.
- Identification of object oriented design metrics.
- Relationship among these elements.

As Dromey suggested that a small set of high-level quality attributes has to be identified first to formulate a model for software product quality. And second thing, it is better to adopt an approach to employ a model that places only a single level of high-level quality attributes [5]. Keeping these approaches in mind, researcher has studied the set of quality attributes of SATC [21], and identified four quality attributes from the set of SATC such as efficiency, complexity, understandability and reusability. These attributes may be used as a common and viable set of software quality attributes, this set may predict the best level of quality of entire software. The adaptation of the object-oriented paradigm is expected to help produce better and cheaper software. The main structural mechanisms of this paradigm, namely, inheritance, encapsulation, and polymorphism, are the keys to foster reuse and achieve easier maintainability. It is feasible to identify the set of quality factors and the object oriented design characteristic at the design phase. Moreover, the design properties such as coupling and cohesion may be used to play the role about good. Therefore, the researcher has identified inheritance, encapsulation, polymorphism, coupling and cohesion as quality carrying product characteristics, which may be used at the design phase in order to develop a model, which can help to estimate the quality of object oriented software [15]. The five object oriented metrics WMC(Weighted methods per class), DIT(Depth of inheritance), RFC(Response for a class), CBO(Coupling between object classes) and LCOM(Lack of cohesion in methods), proposed by Chidamber and Kemerer [4], have been identified that may be used to estimate the overall quality of software. These proposed metrics caters all the object oriented design characteristics and covers all the quality factors. There after, design metrics may be used to relate the knowledge about good design to the characteristic structural system properties. Therefore, these metrics may be used at the design level to estimate the quality of object-oriented software [15]. Finally, in order to establish a base relationship between quality attributes and design properties, the literature reveals that each of quality attributes is being affected by certain design properties [13]. The relationship among the elements can be drawn by examining the respective influence of design constructs on quality attributes with respect to the reduced set of attributes from the SATC’s identified set of attributes. By the extensive reviewed information on object-oriented development, the relationship has been made in order to relate product design properties to quality attributes [13], which is depicted in Figure 1. In order to test the software quality of object oriented design in terms of improving efficiency, decreasing complexity, increasing understandability and increasing reusability, the QTMOOD model [15] has been developed in the light of foregoing descriptions and exploration.

4. VALIDATION:

Here, it is required to assess that how well the proposed model QTMOOD is able to predict the ‘overall quality’ of an object oriented software design. The internal characteristic of a design varies significantly with the objective and domain of the design. These characteristics influence the quality attributes and, therefore, the overall quality. So validation of the predictability of model requires the set of object oriented designs with the same set of requirements for evaluation and validation, as a limitation of this model. The assessment of the overall quality of designs determined by given model needed to agree with the generally accepted requirements or characteristics of the overall quality designs as perceived by analysts, developers, and customers. Keeping these objectives in mind, overall software quality evaluated by QTMOOD has been tested through Empirical Validation having a Designing an Experiment, Pre-Tryout, Try-Out and Contextual Finding.

**Figure 1: Design constructs and Quality Attributes Relationship**
Based upon the relationship shown in Figure 1 between design constructs and quality attributes, the relative significance of individual design properties that influence a quality attribute is weighted proportionally. A multiple linear regression (MR) may be used to get the coefficients [8,17]. The multiple linear regressions establish a relation between dependent variables and multiple independent variables. Thus the MR equation may get the form as follows:

\[ Y = \beta_0 + \beta_1X_1 + \beta_2X_2 + \ldots + \beta_nX_n \]  

(1)

Where the \( X_i \)s are the independent (predictor or regressor) variables, \( Y \) is the dependent (response) variable, and \( \beta \) is the regression coefficient, the average amount of dependent increase when the independents are held constant.

The various components of the regression model along with other statistical terminologies used are listed here.

Independent Variable (\( X_i \)s): In the regression equation (1), the \( X_i \)s denote the independent variables. The independent variable in an experiment is the variable that is systematically manipulated by the investigator. In most experiments, the investigator is interested in determining the effect that one variable; has on one or more of the other variables.

Dependent Variable (\( Y \)): In the regression equation (1) variable \( Y \) denotes the dependent variable. The dependent variable in an experiment is the variable that the investigator measures to determine the effect of the independent variable.

Coefficients (\( \beta_i \)s): In the regression equation (1), \( \beta_i \)s represent the coefficient terms. The estimated multiple linear regression coefficient measure the respective independent variable's contribution on the variable. The larger the absolute coefficient values, the larger (positive or negative according to the sign) the impact of the independent variable on the dependent variable.

As quality attributes depend upon one or more number of design attributes, as depicted in Figure 1, component wise effect may be speculated and respective component weightages (CWs) may be fixed using regression equation. Thereby, the CWs of individual design attributes have to be calculated in terms of the regression coefficient \( \beta \). According to the relationship, as shown in Figure 1, and MR equation, the computation formulas may take the form as shown in Table 1.

4.1 An Empirical Validation:

This section assesses how well the model is able to predict the ‘overall quality’ of an object oriented software design. The internal characteristic of a design varies significantly with the objective and domain of the design. These characteristics influence the quality attributes and, therefore, the overall quality. So validation of the predictability of the QTMOOD requires the set of object oriented designs with same set of requirements for the evaluation and validation, as a limitation of this model. The assessment of the overall quality of designs determined by the QTMOOD needed to agree with the generally accepted requirement or characteristics of overall quality designs as perceived by analysts, developers and customers. Keeping these objectives in mind, overall software quality produced by the QTMOOD may be validated in three phases. Phase 1, Design of the Experiment, describes the section of model validation suit. Having Pre-Tryout as Phase 2. Evaluator’s assessments of projects overall quality, and evaluation of the project design using QTMOOD has been discussed in Phase 3 under the heading Tryout. The Statistical Analysis in Phase 4 includes the rank correlation coefficient test for result comparison; and results comparison for significance of the rank correlation coefficient.

4.1.1 Designing the Experiment:

A medium size C++ project is used in the validation of QTMOOD, using overall quality or QL measure. This project was selected because several designs of the project that addresses the same set of requirements that is easily available. The size of these projects, reflected by the number of classes in different ranges, made them an ideal candidate for both QTMOOD and the assessment of company quality executives. A suite of 7 projects was undertaken for the study and different development teams of the same company developed these.

4.1.2 Pre – tryout:

The medium size C++ projects were used to fit the regression line by acquiring real data from commercial projects of a software company based in India. Name of the projects and actual source data is being concealed, as per the wishes of company’s management. These projects include the number of classes in the range 10-20. Using these data, the component weightage (CW) calculated for encapsulation, inheritance and polymorphism \( \beta_1 \), \( \beta_2 \) and \( \beta_3 \) respectively to define the quality attributes (efficiency) relationship with design properties (encapsulation, inheritance and polymorphism) shown in Table 1. Table 1 summarizes the remaining so calculated computation formulae for quality attributes with component weightage. Thereby, equations relate the quality attributes with the design properties, as given in Table 1.

<table>
<thead>
<tr>
<th>Quality Attributes</th>
<th>Index Computation Equations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Efficiency</td>
<td>0.24* Encapsulation + 0.26* Inheritance + 0.25* Polymorphism</td>
</tr>
<tr>
<td>Complexity</td>
<td>0.2* Encapsulation + 2.5* Inheritance + 0.25* Polymorphism + 1.5* Coupling + 0.5* Cohesion</td>
</tr>
<tr>
<td>Understandability</td>
<td>0.30* Encapsulation + 1.2* Inheritance + 0.35* Coupling + 0.28* Cohesion</td>
</tr>
<tr>
<td>Reusability</td>
<td>0.5* Inheritance + 0.25* Coupling + 0.55* Cohesion</td>
</tr>
</tbody>
</table>
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Table 2: Design Property Metric Values

<table>
<thead>
<tr>
<th>Metrics</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Encapsulation</td>
<td>2.85</td>
<td>2.87</td>
<td>3.92</td>
<td>3.35</td>
<td>4.5</td>
<td>4.25</td>
<td>3.95</td>
</tr>
<tr>
<td>Inheritance</td>
<td>.35</td>
<td>.55</td>
<td>.25</td>
<td>.32</td>
<td>.42</td>
<td>.45</td>
<td>.28</td>
</tr>
<tr>
<td>Polymorphism</td>
<td>1.90</td>
<td>1.92</td>
<td>2.0</td>
<td>1.85</td>
<td>1.95</td>
<td>1.87</td>
<td>2.5</td>
</tr>
<tr>
<td>Coupling</td>
<td>1.85</td>
<td>1.87</td>
<td>2.05</td>
<td>1.8</td>
<td>2.5</td>
<td>2.65</td>
<td>2.75</td>
</tr>
<tr>
<td>Cohesion</td>
<td>1.25</td>
<td>1.32</td>
<td>1.57</td>
<td>1.26</td>
<td>1.35</td>
<td>1.27</td>
<td>1.42</td>
</tr>
</tbody>
</table>

Table 3: Design Quality Attribute Indices

<table>
<thead>
<tr>
<th>Quality</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Efficiency</td>
<td>1.25</td>
<td>1.31</td>
<td>1.51</td>
<td>1.35</td>
<td>1.68</td>
<td>1.60</td>
<td>1.64</td>
</tr>
<tr>
<td>Complexity</td>
<td>5.32</td>
<td>5.89</td>
<td>5.76</td>
<td>5.26</td>
<td>6.86</td>
<td>7.05</td>
<td>6.95</td>
</tr>
<tr>
<td>Understandability</td>
<td>2.27</td>
<td>2.54</td>
<td>2.63</td>
<td>2.37</td>
<td>3.10</td>
<td>3.10</td>
<td>2.89</td>
</tr>
<tr>
<td>Reusability</td>
<td>1.32</td>
<td>1.47</td>
<td>1.50</td>
<td>1.30</td>
<td>1.58</td>
<td>1.59</td>
<td>1.61</td>
</tr>
<tr>
<td>QL</td>
<td>10.16</td>
<td>11.21</td>
<td>11.40</td>
<td>10.28</td>
<td>13.22</td>
<td>13.34</td>
<td>13.09</td>
</tr>
</tbody>
</table>

Table 4: Comparative Quality Rankings

<table>
<thead>
<tr>
<th>Project No.</th>
<th>QTMOOD Ranking</th>
<th>Evaluators Ranking</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>1</td>
<td>2</td>
</tr>
<tr>
<td>1</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>2</td>
<td>3</td>
<td>4</td>
</tr>
<tr>
<td>3</td>
<td>4</td>
<td>3</td>
</tr>
<tr>
<td>4</td>
<td>2</td>
<td>2</td>
</tr>
<tr>
<td>5</td>
<td>6</td>
<td>5</td>
</tr>
<tr>
<td>6</td>
<td>7</td>
<td>6</td>
</tr>
<tr>
<td>7</td>
<td>5</td>
<td>5</td>
</tr>
</tbody>
</table>

4.1.3 Tryout:
A group of some independent evaluators have been studied the quality of the projects in the validation suite. All the evaluators analyzed each project’s design and assigned the score on an ordinal scale to one or more of the four quality attributes i.e. Efficiency, Complexity, Understandability and Reusability by using their own traditional tool. These scores for all four high-level quality attributes were summed separately to give the evaluator’s QL for project. The projects were ranked from 1 to 7 based on decreasing QL scores by each evaluator as shown in Table 4. The values of Table 3 have been used to put QTMOOD Ranking in Table 4. The 7 projects of the validation suite are evaluated using QTMOOD. The metrics values calculated for the five metrics used to assess the design properties are shown in Table 2. The values for four high-level quality attributes are computed using the equations in Table 1 and shown in Table 3. The values of the 4 quality attribute measurements for each project in Table 3 are summed to provide the QL value for the project, which was used as a basis for ranking the project designs (1 through 7, 1 for highest value of QL and 7 for lowest value of QL) as shown in the column labeled QTMOOD Ranking of Table 4.

4.1.4 Statistical Analysis:
The Spearman’s rank correlation, \( r_s \), may be used to test the significance of correlation between QTMOOD’s design-based quality assessment and the evaluator’s implementation based assessment of the project. It provides a nonparametric significance test that works well with ranked data without precise proportional scaling and can be used to detect relationships other than the linear one. For the level of significance of \( \alpha = 95\% \), the threshold value calculated for \( n = 7 \) projects was \( \pm 0.745 \). For two independent evaluations \( X_1 \) and \( X_2 \) of \( n \) items that are to be correlated, the values of \( X_1 \) and \( X_2 \) are ranked from ‘1’ to \( n \’ according to their relative size within the evaluations. For each \( X_1 \) and \( X_2 \) pair in relative rank, differences in ranks ‘d’ are computed. The sum of all squared ds denoted by \( \Sigma d^2 \) is used to compute \( r_s \) as follows:

\[
r_s = 1 - \frac{6 \Sigma d^2/n(n^2-1)}{1-1.05 r_s} \quad (2)
\]

where, \( r_s \) is the coefficient of Rank Correlation, \( n \) is the number of paired observation, and \( d \) is the difference between the ranks for each pair of observations.

4.2 Contextual Finding:
In order to comparing the results for the significance of \( r_s \), the correlation values between QTMOOD determined
design quality ranking of 7 projects and the 10 evaluators
assessments of overall quality of these projects based on
design and implementation shown in Table 4. Pairs of
QTMOOD – Evaluator with correlation values \( r_s \) above
(\( \pm 0.745 \)) are checked in Table 5. It is evident that the
quality indicators evaluated using QTMOOD are highly
correlated with the measurements done by human
evaluators, the correlation values shown in Table 5. Therefore, inference can be given about the reliable
testing of quality of object-oriented software. And that
QTMOOD has been able to appropriately evaluate the
quality of the projects under study.

### Table 5: QTMOOD and Evaluators Ranking Correlation Summary

<table>
<thead>
<tr>
<th>( \Sigma d^2 )</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>6</th>
<th>7</th>
<th>8</th>
<th>9</th>
<th>10</th>
</tr>
</thead>
<tbody>
<tr>
<td>( r_s )</td>
<td>0.92</td>
<td>0.89</td>
<td>0.96</td>
<td>0.78</td>
<td>0.82</td>
<td>0.89</td>
<td>0.94</td>
<td>0.85</td>
<td>0.87</td>
<td>0.91</td>
</tr>
<tr>
<td>( r_s &gt; 0.745 )</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
<td>√</td>
</tr>
</tbody>
</table>

### 5. CONCLUSION:

The proposed quality-testing model, QTMOOD, for the
assessment of high-level design quality attributes in
object oriented design has been developed and validation
is required by using structural and functional information
from object oriented software. The model’s ability to
estimate overall design quality from design information
in order to test the quality, at least for the projects under
consideration, has been demonstrated. Several
functionally equivalent project’s quality estimate
computed by the model has been found to be significantly
correlated, through the reported statistical analysis, with
the assessment of overall project quality characteristics
determined by independent evaluators. Quality indicators
evaluated using QTMOOD are highly correlated with the
measurements done by human evaluators. It is apparent
that the model can be used effectively in monitoring and
hence controlling the quality of software in design phase
in terms of improving efficiency, decreasing complexity,
increasing understandability and increasing reusability.
QTMOOD may be able to discover the flaws in the
software design at early stage of SDLC. This model is
able to appropriately test the quality of software projects
under study and development at design phase. However,
experiments may be done on a large scale in order to
generalize and standardize the model.
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